# Архитектурная Трансформация: Комплексная стратегия перехода от Unity-разработки к Enterprise.NET Backend инженерии

## 1. Введение: Смена парадигмы выполнения кода

Переход квалифицированного разработчика Unity в сферу backend-разработки на платформе.NET — это не просто смена набора библиотек или изучение новых синтаксических конструкций. Это фундаментальный сдвиг в ментальной модели проектирования программного обеспечения. Unity-разработчик привык мыслить категориями кадра (frame), игрового цикла (game loop) и управления состоянием объектов, живущих в памяти на протяжении всей игровой сессии. Backend-инженер, напротив, оперирует понятиями пропускной способности (throughput), конкурентности (concurrency), отсутствия состояния (statelessness) и распределенных транзакций.

Данный отчет представляет собой исчерпывающее руководство, разработанное для трансформации мышления Unity-разработчика в мышление архитектора высоконагруженных систем. Программа построена на основе анализа передовых методик обучения (в частности, программ уровня "C# Professional" и "ASP.NET Core" от Otus), интегрируя теоретическую глубину с практическими заданиями, специфичными для экосистемы Enterprise-разработки.1 Мы используем существующие знания о C#, но перенаправляем их с оптимизации рендеринга на оптимизацию обработки данных и работу с памятью в условиях многопоточности.

Основная цель документа — предоставить детализированную дорожную карту на 20+ недель, где каждая неделя сопровождается не только теорией, но и "Протоколом взаимодействия с AI" (Gemini). Эти протоколы позволят эмулировать процесс парного программирования с сеньор-ментором, обеспечивая глубокую рефлексию над написанным кодом.

### 1.1. Фундаментальные отличия среды выполнения

Прежде чем приступить к коду, необходимо осознать различия в среде выполнения, которые диктуют архитектурные решения.

| **Характеристика** | **Unity (Game Dev)** | **.NET Backend (Enterprise)** | **Архитектурное следствие** |
| --- | --- | --- | --- |
| **Жизненный цикл** | Детерминированный Loop (Update, FixedUpdate), 60+ Гц. | Асинхронный Request-Response Pipeline, событийная модель. | Код бэкенда не должен блокировать поток. Ожидание ввода-вывода (I/O) должно возвращать поток в пул. |
| **Управление памятью** | Избегание аллокаций в Runtime для предотвращения фризов (GC spikes). | Оптимизация пропускной способности GC (Gen0/Gen1/Gen2). | На сервере допустимы аллокации, если они короткоживущие (Gen0). Опасность представляют утечки в LOH и POH. |
| **Состояние (State)** | Stateful. Объекты (Player, Enemy) хранят состояние в полях класса. | Stateless. Сервисы не хранят состояние запроса. Данные приходят из БД и уходят обратно. | Использование Dependency Injection для управления временем жизни объектов (Scoped, Singleton). |
| **Многопоточность** | Ограничена основным потоком (Main Thread) для API движка. Coroutines. | Истинная многопоточность. Тысячи конкурентных запросов. | Необходимость защиты разделяемых ресурсов, понимание примитивов синхронизации и ThreadPool. |

## 2. Фаза I: Глубокая механика CLR и продвинутый C# (Недели 1-5)

Многие разработчики Unity используют C# как скриптовый язык, не погружаясь в то, как Common Language Runtime (CLR) управляет исполнением. В бэкенде понимание "стоимости" каждой строчки кода критично. Мы начнем с изучения того, что происходит "под капотом", используя задания, аналогичные тем, что даются на курсе "Otus C# Professional".3

### 2.1. Неделя 1: Типобезопасность, Рефлексия и Дженерики

Unity-разработчики часто используют GetComponent<T>, но редко задумываются о том, как работает RTTI (Run-Time Type Information) на низком уровне. В бэкенде рефлексия используется повсеместно для сериализации, ORM и DI-контейнеров, но она медленная. Наша задача — научиться использовать её эффективно или обходить с помощью кодогенерации.

#### Теоретический базис

[Теоретический модуль: Неделя 1](https://docs.google.com/document/d/1HQJmZ-SiMAFagr7z3Hwc2aWqOm9ktI8NvtVkryn6ET4/edit?usp=sharing)

В.NET система типов строга. Рефлексия (System.Reflection) позволяет инспектировать метаданные типов во время выполнения. Однако прямой вызов методов через рефлексию в сотни раз медленнее прямого вызова. Для оптимизации используются Expression Trees (деревья выражений) или Source Generators (генераторы исходного кода), которые позволяют компилировать динамический код в IL (Intermediate Language) на лету.4

#### Практическое задание: "Валидатор структур" (Struct Validator)

Вдохновленное заданием из курса Otus 3, это упражнение научит вас работать с атрибутами и рефлексией.

**Задача:** Реализовать библиотеку валидации объектов на основе атрибутов.

1. Создать атрибуты [Length(min, max)], ``, [Email].
2. Реализовать класс Validator, который принимает любой объект object и проверяет его поля/свойства на соответствие атрибутам.
3. **Advanced:** Если валидация проходит часто, использование рефлексии каждый раз будет накладным. Реализуйте кэширование логики валидации, используя Expression Trees, чтобы скомпилировать код проверки для каждого типа при первом обращении.

#### Протокол взаимодействия с Gemini (Неделя 1)

Роль: Senior CLR Architect.

Контекст: Я разрабатываю высокопроизводительный валидатор для DTO объектов.

Задание AI: Проведи Code Review моего класса Validator.

Критерии проверки:

1. Правильно ли я использую PropertyInfo.GetValue? Нет ли лишних аллокаций (boxing/unboxing)?
2. Сравни производительность моего решения с прямой проверкой if. Насколько велика разница?
3. Помоги мне переписать метод валидации с использованием System.Linq.Expressions, чтобы скомпилировать лямбда-выражение Func<T, bool> и избавиться от рефлексии в "горячем" пути.

### 2.2. Неделя 2: Управление памятью и коллекциями

[План обучения: Управление памятью C#](https://docs.google.com/document/u/1/d/13fOgf1zxVplOFgVOWi10dD9DZMoXC03aNeHdfM3bdlw/edit)

В Unity мы избегаем new в Update(). В бэкенде мы должны понимать структуру куч (Heaps) и механику GC, чтобы сервер не "замирал" под нагрузкой.

#### Теоретический базис: SOH, LOH и POH

В отличие от старых версий Mono в Unity, современный.NET Core имеет сегментированную кучу:

* **SOH (Small Object Heap):** Объекты < 85 Кб. Сборка мусора быстрая, происходит дефрагментация (перемещение объектов).
* **LOH (Large Object Heap):** Объекты > 85 Кб. Сборка дорогая, дефрагментация по умолчанию отключена (риск фрагментации памяти).
* **POH (Pinned Object Heap):** Для объектов, зафиксированных в памяти (например, буферы для сокетов).

Также критически важно освоить типы Span<T> и Memory<T>. Это "безопасные указатели", позволяющие работать с частью массива без аллокации новой памяти.6 Это аналог substring, который не создает новых строк.

#### Практическое задание: "Частотный анализ" и "Распаковка строки"

Эти классические алгоритмические задачи из курса Otus 3 идеально подходят для тренировки работы с памятью.

**Задача 1 (Распаковка строки):** Написать алгоритм, преобразующий строку вида a4bc2d5e в aaaabccddddde.

* *Требование:* Использовать StringBuilder для минимизации аллокаций. Если строка огромная, рассмотреть потоковую запись.

**Задача 2 (Частотный анализ текста):** Прочитать большой текстовый файл (война и мир) и вывести топ-10 самых частых слов.

* *Требование:* Использовать Dictionary или HashSet. Оптимизировать чтение файла, используя буферизацию. Сравнить потребление памяти при чтении всего файла в память (File.ReadAllText) и при построчном чтении (File.ReadLines).

#### Протокол взаимодействия с Gemini (Неделя 2)

Роль: Performance Engineer.

Задание AI:

1. Объясни мне разницу между String и StringBuilder на уровне устройства памяти (immutability).
2. Проанализируй мой код частотного анализа. Где возникают лишние аллокации строк?
3. Покажи, как можно использовать ReadOnlySpan<char> для парсинга слов без создания промежуточных строковых объектов (substrings).

### 2.3. Неделя 3: Продвинутая многопоточность и асинхронность

Переход от Coroutines к Task и ThreadPool. Это, пожалуй, самый сложный ментальный сдвиг.

#### Теоретический базис

[План обучения C# третьей недели](https://docs.google.com/document/d/1b2lowEHeEu3G5cvI1pNLgzC_eEIr_IPseENNbu1AyFA/edit?usp=drive_link)

В бэкенде потоки — это дорогой ресурс. Мы не создаем new Thread(). Мы используем пул потоков CLR.

* **Асинхронность (IO-bound):** await db.GetDataAsync(). Поток возвращается в пул, пока диск/сеть работают.
* **Параллелизм (CPU-bound):** Parallel.ForEach, Task.Run. Использует несколько ядер для вычислений.
* **Примитивы синхронизации:** Monitor, SemaphoreSlim, Interlocked. Unity-разработчики редко сталкиваются с Race Conditions (состоянием гонки) так часто, как бэкендеры.

#### Практическое задание: "Параллельное исполнение" и "Клиент TELNET"

Задания на основе Otus.3

**Задача 1 (Параллельное исполнение):** Реализовать функцию, которая запускает N задач параллельно, но не более M одновременно (throttling). При возникновении ошибки в одной задаче, остальные должны корректно остановиться (cancellation).

* *Инструменты:* SemaphoreSlim, CancellationTokenSource, Task.WhenAll.

**Задача 2 (Клиент TELNET):** Написать консольный TCP-клиент, который подключается к серверу, читает ввод пользователя, отправляет его и асинхронно выводит ответы сервера.

* *Чему учит:* Работе с System.Net.Sockets, потоками ввода-вывода (NetworkStream) и пониманию того, что TCP — это потоковый, а не пакетный протокол (нужно собирать сообщение из фрагментов).

#### Протокол взаимодействия с Gemini (Неделя 3)

Роль: Concurrency Expert.

Контекст: Изучение примитивов синхронизации.

Задание AI:

1. Объясни разницу между lock(obj) и SemaphoreSlim.WaitAsync(). Почему в асинхронном коде нельзя использовать lock?
2. Проверь мой код TCP-клиента. Правильно ли я обрабатываю "частичное чтение" из потока? Что будет, если сервер пришлет только половину сообщения?
3. Создай пример кода, демонстрирующий Deadlock при неправильном использовании Task.Wait() или .Result.

### 2.4. Неделя 4: Архитектура коллекций и Кэширование

[План обучения: Архитектура коллекций и кэширование](https://docs.google.com/document/d/1FI80h3at3tyfkLK7761UV3bFLcKuOKdeW2cAdz9AdWk/edit?usp=drive_link)

Понимание алгоритмической сложности (Big O) и структур данных критично для бэкенда, так как объемы данных тут на порядки выше, чем в инвентаре игрока.

#### Практическое задание: "LRU-кэш" (Least Recently Used Cache)

Еще одно фундаментальное задание из программы Otus.3

**Задача:** Реализовать структуру данных LRUCache<K, V>, которая хранит ограниченное количество элементов. При добавлении нового элемента, если лимит превышен, вытесняется тот, к которому дольше всего не обращались.

* *Архитектура:* Комбинация Dictionary (для быстрого доступа O(1)) и DoublyLinkedList (двусвязного списка) для отслеживания порядка использования.
* *Сложность:* Все операции (Get, Put) должны выполняться за O(1).

#### Протокол взаимодействия с Gemini (Неделя 4)

Роль: Computer Science Tutor.

Задание AI:

1. Оцени сложность моего алгоритма вытеснения из кэша.
2. Почему LinkedList<T> в C# может быть медленным из-за кэш-промахов (CPU cache misses)? Сравни его с массивом структур.
3. Объясни концепцию ConcurrentDictionary и как он реализует thread-safety без полной блокировки всей коллекции.

### 2.5. Неделя 5: Работа с файловой системой и конфигурацией

[неделя 5: План обучения работе с файлами и конфигурацией](https://docs.google.com/document/d/1QxQhy9Cs66v_pF23njNVvsEJeYsLF0lYXd-sx_uACfk/edit?usp=drive_link)

В Unity настройки часто лежат в ScriptableObject. В бэкенде — в файлах конфигурации, переменных окружения или секретах.

#### Практическое задание: "Утилита envdir" и "Копирование файлов"
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**Задача 1 (File Copy Utility):** Написать утилиту для копирования больших файлов с отображением прогресс-бара в консоли.

* *Требование:* Файл может быть больше объема RAM. Копировать нужно блоками (буферами). Использовать FileStream.

**Задача 2 (Envdir):** Написать утилиту, которая читает файлы из указанной директории. Имя файла становится именем переменной окружения, содержимое файла — значением. Затем запускает дочерний процесс с этими переменными.

* *Чему учит:* Работе с System.Diagnostics.Process, переменными окружения ОС и потоками ввода-вывода процессов.

## 3. Фаза II: ASP.NET Core — От HTTP до Архитектуры (Недели 6-10)

Теперь, когда фундамент C# укреплен, мы переходим к изучению ASP.NET Core. Важно изучать его не как "черный ящик", а как набор компонентов Middleware.

### 3.1. Неделя 6: Middleware Pipeline и Dependency Injection

[План обучения ASP.NET Core: Неделя 6](https://docs.google.com/document/d/1eNspYkIkB1M6NBbcrFHuBhmkwfRtXzY8MFMFU2-RjGs/edit?usp=drive_link)

ASP.NET Core построен на конвейере (pipeline) обработки запросов. Каждый компонент (аутентификация, логирование, MVC) — это просто Middleware.

#### Теоретический базис

* **Dependency Injection (DI):** Встроенный контейнер. Жизненные циклы:
  + Transient: Новый экземпляр каждый раз.
  + Scoped: Один экземпляр на HTTP-запрос (критично для БД контекстов).
  + Singleton: Один на все приложение.
* **Middleware:** Делегаты RequestDelegate, обрабатывающие HttpContext.

#### Практическое задание: "Собственный Web Framework"

Не используйте Controllers сразу.

1. Создайте пустое приложение.
2. Напишите Middleware для логирования каждого запроса.
3. Напишите Middleware для обработки ошибок (try-catch вокруг next()).
4. Напишите простой роутинг вручную внутри UseEndpoints.

#### Протокол взаимодействия с Gemini (Неделя 6)

Роль: ASP.NET Core Architect.

Задание AI:

1. Объясни паттерн "Captive Dependency" (Захваченная зависимость). Почему опасно внедрять Scoped-сервис в Singleton?
2. Посмотри на мой Middleware. Правильно ли я вызываю await \_next(context)? Что будет, если я не вызову его?
3. Как работает IServiceProvider под капотом?

### 3.2. Неделя 7: REST API и Проектирование контрактов

[План обучения REST API для бэкенда неделя 7](https://docs.google.com/document/d/13Lde4-MIpiQ4kWttFyz_xlSaITh03OukmJzvRulwrGA/edit?usp=drive_link)

Переход к "классической" разработке контроллеров.

#### Практическое задание: "Заготовка сервиса Календарь" (Calendar Service)

Это сквозной проект из курса Otus 3, который мы будем развивать.

**Задача:** Создать Web API для планирования событий.

1. **Доменная модель:** Event (Id, Title, Description, StartTime, Duration, OwnerId).
2. **API Контракты:** Реализовать методы CreateEvent, UpdateEvent, DeleteEvent, GetEventsByDate.
3. **DTO (Data Transfer Objects):** Не возвращать доменные модели напрямую. Использовать AutoMapper или ручной маппинг.
4. **Валидация:** Подключить библиотеку FluentValidation для проверки входных данных (например, дата начала не может быть в прошлом).

### 3.3. Неделя 8: Работа с данными (EF Core и PostgreSQL)

Unity использует SQLite или сериализацию файлов. Бэкенд требует мощных реляционных СУБД.

#### Теоретический базис

* **ORM (Object-Relational Mapping):** Entity Framework Core.
* **Миграции:** Code-First подход к изменению схемы БД.
* **Проблема N+1:** Частая ошибка новичков при ленивой загрузке данных.

#### Практическое задание: Интеграция БД в "Календарь"

1. Поднять PostgreSQL в Docker-контейнере.
2. Настроить DbContext.
3. Реализовать репозиторный слой (Repository Pattern) для работы с событиями.
4. Написать LINQ-запросы для поиска событий, пересекающихся по времени.

#### Протокол взаимодействия с Gemini (Неделя 8)

Роль: Database Architect.

Задание AI:

1. Проверь мой LINQ-запрос на наличие проблемы N+1.
2. Объясни разницу между IQueryable и IEnumerable. В какой момент запрос уходит в базу данных?
3. Помоги оптимизировать индексы для таблицы событий, чтобы поиск по диапазону дат был быстрым.

## 4. Фаза III: Frontend-мост (JavaScript & React) (Недели 11-14)

Для Fullstack-понимания необходимо "обуздать" JavaScript, как указано в вашем запросе.7

### 4.1. Неделя 11: JavaScript Runtime и Event Loop

Главное отличие JS от C# — однопоточная модель с циклом событий (Event Loop).

#### Теоретический базис

* **Call Stack & Callback Queue:** Как JS обрабатывает асинхронность (Promises, async/await).
* **DOM (Document Object Model):** API браузера для манипуляции HTML.
* **Scope & Closures:** Замыкания в JS работают иначе, чем в C#.

#### Практическое задание: "ToDo List на Vanilla JS"

Создать простой список задач без фреймворков.

1. Получать данные от вашего API (из фазы II) через fetch.
2. Рендерить HTML динамически.
3. Обрабатывать клики и отправлять запросы на сервер.

### 4.2. Недели 12-14: React и SPA (Single Page Application)

React концептуально близок Unity-разработчикам своей компонентной моделью (похоже на префабы или UI Toolkit).

#### Практическое задание: Frontend для "Календаря"

1. **Компоненты:** Создать компоненты CalendarView, EventModal, EventList.
2. **State Management:** Использовать хуки useState, useEffect для управления состоянием (вместо Update в Unity).
3. **Интеграция:** Подключить API Календаря.

#### Протокол взаимодействия с Gemini (Неделя 12)

Роль: Senior Frontend Developer.

Задание AI:

1. Объясни концепцию Virtual DOM. Чем она похожа на оптимизацию Draw Calls в графике?
2. Проверь мой код использования useEffect. Правильно ли я указал массив зависимостей, чтобы избежать бесконечных циклов запросов?
3. Сравни async/await в C# и в JavaScript. В чем фундаментальная разница в исполнении (Thread switching vs Event Loop)?

## 5. Фаза IV: Enterprise Patterns и DevOps (Недели 15-20)

Выход на уровень "Professional" требует знаний инфраструктуры и распределенных систем.

### 5.1. Неделя 15: Докеризация и Интеграционное тестирование

Возвращаемся к заданию Otus: "Докеризация и интеграционное тестирование Календаря".3

#### Теоретический базис

* **Docker:** Контейнеры обеспечивают изоляцию и предсказуемость среды.
* **Integration Tests:** Тестирование API целиком, с реальной (или in-memory) базой данных. Использование TestServer.

#### Практическое задание

1. Написать Dockerfile для сервиса Календаря.
2. Написать docker-compose.yml, который поднимает сервис и базу данных Postgres.
3. Написать тесты на xUnit, которые делают реальные HTTP-запросы к API и проверяют ответы.

### 5.2. Неделя 16-17: Асинхронное взаимодействие (RabbitMQ)

Задание Otus: "Кроликизация Календаря" (Rabbitization).3

В микросервисной архитектуре сервисы общаются через брокеры сообщений, чтобы снизить связность.

**Задача:**

1. При создании события в Календаре, сервис не должен отправлять email-уведомления сам.
2. Вместо этого он должен публиковать событие EventCreated в очередь RabbitMQ.
3. Написать отдельный микросервис NotificationService, который слушает эту очередь и (эмулирует) отправку писем.
4. Реализовать паттерн Retry (повторная попытка) при сбое обработки сообщения.

#### Протокол взаимодействия с Gemini (Неделя 16)

Роль: System Architect.

Задание AI:

1. Объясни разницу между Queue и Topic в RabbitMQ.
2. Как гарантировать доставку сообщения (At least once vs At most once)?
3. Помоги настроить MassTransit (библиотека для.NET) для работы с RabbitMQ.

### 5.3. Неделя 18: Конфигурация и CI/CD

Использование утилиты envdir (из Недели 5) или стандартных средств ASP.NET Core для управления конфигурацией в Docker-среде. Настройка GitHub Actions для автоматического прогона тестов и сборки Docker-образов при пуше в репозиторий.

### 5.4. Недели 19-20: Финальный проект и Защита

Консолидация всех знаний.

Тема: Расширение сервиса Календаря до полноценной системы бронирования переговорных комнат.

* Добавить авторизацию (JWT Tokens, IdentityServer).
* Добавить кэширование (Redis) для списка свободных слотов (LRU Cache концепт).
* Реализовать мониторинг (Prometheus/Grafana) — метрики количества запросов и ошибок.

## 6. Ресурсы и Литература

Интеграция прочитанных вами книг в процесс:

* **"Конкурентность в C#" (Concurrency in C#):** Настольная книга для Недели 3 (Многопоточность) и Недели 16 (RabbitMQ/Асинхронная обработка).
* **"Управление памятью в.NET":** Ключевой источник для Недели 2 (SOH/LOH) и Недели 4 (Оптимизация коллекций).
* **"ASP.NET Core в действии":** Основной учебник для Фазы II (Недели 6-10).

## 7. Заключение

Данная дорожная карта перекрывает разрыв между Unity и Backend, используя сильные стороны игрового разработчика (понимание алгоритмов, оптимизации) и заполняя пробелы в архитектуре распределенных систем. Строгое следование протоколам взаимодействия с AI-ментором и выполнение специфических заданий из курса Otus (Envdir, Telnet, Calendar) гарантирует, что через 20 недель вы будете обладать компетенциями уровня Middle+/Senior Backend Developer.
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